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Abstract. In recent years, a growing attention has been paid to the publish/subscribe communication paradigm as a means for disseminating information, also called events, through distributed systems on wide-area networks. As it allows events to be propagated in a way that is completely hidden to the component that has generated them as well as to its receivers, it is particularly interesting when easy reconfiguration and decoupling among components in a distributed system is required. The historical development of publish/subscribe systems has followed a line which has evolved from channel-based systems, to subject-based systems, next content-based systems and finally object-based systems. In this paper, we propose a new model for agent based distributed events systems, the Agvent System, which combines the advantages of publish/subscribe communication and mobile agents into a flexible and extensible distributed execution environment. The Agvent system exploits mobile agents as mediators between participants of an event based distributed system.

1 Introduction

In the traditional client/server computing model, which is used in RPC and RMI, communication is typically synchronous, tightly coupled and point-to-point. Clients invoke a method on the remote server and wait for the response to return. This type of communication requires clients and servers to have some prior knowledge of each other. With the use of mobile and/or large-scale systems, the need for asynchronous, loosely coupled and point to multipoint communication pattern arises. The publish/subscribe paradigm serves these needs. Event models are application independent infrastructures that satisfy communication requirements of such systems. Event-based communication generally implements the publish/subscribe model. A publish/subscribe system consists of a set of clients that asynchronously exchange notifications, decoupled by a dispatch service, which is interposed between them. Clients can be characterized as producers or consumers. Producers (publisher) publish notifications, such as current stock quotes, and consumers (subscribers) subscribe to notifications by issuing subscriptions, which are essentially stateless message filters.

To receive event data, subscribers register to an event service with the definitions of the events they are particularly interested in. A definition can include a simple
subscription message, a subscription message with filtering on events or a subscription message for composite events [1].

In this paper, we present an agent based distributed event system, the Agvent (Agent event) system, which exploits mobile agents as mediators between publishers and subscribers of events. The Agvent system implements the publish/subscribe protocol, thus enabling many-to-many interaction of loosely coupled entities. It also allows publishers and subscribers to dynamically connect and disconnect from the system, a capability that extends the flexibility of the working environment.

The rest of this paper is organized as follows. In the next section, we present a classification of publish/subscribe systems with references to related work. Section 3 introduces the design decisions and framework of Agvent system. Our conclusions are presented in Section 4.

2 Publish/Subscribe systems

Publish/subscribe programming paradigm is characterized by the complete decoupling of producers (publishers) and consumers (subscribers). The event service that provides message transfers between publishers and subscribers can be decomposed along three dimensions, time decoupling, space decoupling, flow decoupling. Publish/subscribe systems can be classified into four groups according to their subscription mechanism. Each one is discussed in detail below, with references to representative work.

Channel-based subscriptions: The simplest subscription mechanism is what is commonly referred to as a channel. Subscribers subscribe or listen to a channel. Applications explicitly notify the occurrence of events by posting notification to one or more channels. The part of an event that is visible to the event service is the identifier of the channel to which the event has been sent. Every notification posted to a channel is delivered by the event service to all the subscribers that are listening to that channel. The abstraction of the channel resembles to the one given by a mailing list. A user sends an e-mail to an address, and the message is forwarded to those who have registered to that mailing list. CORBA Event Service [2] adopts a channel-based architecture. Another widely used channel based model is the Java Delegation Event Model [3], which encapsulates events from the platform's Graphical User Interface.

Subject-based subscription: Some systems extend the concept of a channel with a more flexible addressing mechanism that is often referred to as subject-based addressing. In this case, an event notification consists of two different parts: a well-known attribute, the subject that determines the address, which is followed by the remaining information of the event data. The main difference with respect to a channel is that subscriptions can express interest in many subjects/channels by specifying some form of expression to be evaluated against the subject of a notification. This implies that a subscription may define a set of event notifications, and two subscriptions may specify two overlapping sets of notifications. This, in turn, implies that one event may match any number of subscriptions.

JEDI [4] adopts the subject-based subscription mechanism. In JEDI, an event is given in the form of a function call, where the first string is the function/event name
followed by parameters, e.g., “print (tez.doc, myprinter)”. Each event is labeled with a subject. Subscriptions are specified with an indication of the subject of interest.

**Content-based subscription:** By extending the domain of filters to the whole content of notifications, some researchers obtain another class of subscriptions called content-based [6]. Content-based subscriptions are conceptually very similar to subject-based ones. However, since they can access the whole structured content of notifications, an event server gets more freedom in encoding the data upon which filters can be applied and that the event service can use for setting up routing information. Examples of event systems that provide this kind of subscription are Yeast [5] (uses a centralized structure) and SIENA [6]. In SIENA, an event notification is a set of attributes in which each attribute is a triple, as in “attribute = (name; type; value)”. Attributes are uniquely identified by their names. An event filter defines a class of event notifications by specifying a set of attribute names and types and some constraints on their values, e.g., “attr filter = (name; type; operator; value)”.

**Type-based subscription:** Type based publish/subscribe model [7], proposed by Eugster, is a new model of subscription that has been developed to access event data in a more structured manner. Events are often viewed as low-level messages, and a predefined set of such message types are offered by most systems, providing very little flexibility. To overcome this deficiency, type-based publish/subscribe mechanism manipulates events as objects, called obvents. The core idea underlying this integration consists in viewing events as first class citizens, and subscribing to these events by explicitly specifying their type. So an application-defined event data can be used in the event system.

The main problem in large-scale publish/subscribe systems is routing notifications from producers to interested consumers. In [8], Gero Mühl tests different routing algorithms, such as flooding, simple routing, identity based routing, covering-based routing and merging-based routing, in its large scale publish-subscribe system. Both in this and previously described publish/subscribe systems, events are designed as simple event messages and dispatching these messages is the duty of event servers. A novel feature of the new model we propose for a distributed event system is that, it defines an event as a first class citizen of the system and gives it the autonomy and mobility to select and travel between system components.

### 3. AGVENT SYSTEM

The Agvent System is an agent based distributed event system whose framework is shown in Figure 1. The system consists of three main components: publishers that submit information to the system, subscribers that express their interest in specific types of information and a dispatch service, which is responsible for dispatching the incoming agvents. Our goal is to combine two developing technologies, mobile agents and the publish/subscribe communication paradigm, in order to benefit the advantages of both. The advantages derived from the general characteristics of the publish/subscribe paradigm are the following [9].

- **Space Decoupling:** producers do not need to address consumers and vice versa. Instead, consumers simply specify the notifications they are interested in. This
loosely coupled approach facilitates flexibility and extensibility because new consumers and producers can be added, moved, or removed easily.

- **Flow Decoupling:** communication is asynchronous, thereby removing the disadvantages and inflexibility of synchronous communication described above.
- **Time Decoupling:** producers and consumers do not need to be available at the same time. This means that a subscription causes notifications to be delivered even if producers join after the subscription was issued.

![Fig. 1. Framework of the Agvent System](image)

We want to add the general properties of software agents to this system [10].

- **Autonomy:** Agents should be able to perform the majority of their problem solving tasks without the direct intervention of humans or other agents, and they should have a degree of control over their own actions and their own internal state
- **Social Ability:** Agents should be able to interact, when they deem appropriate, with other artificial agents and humans in order to complete their own problem solving and to help others with their activities. This requires that agents have, as a minimum, a means by which they can communicate their requirements to others and an internal mechanism for deciding when social interactions are appropriate (both in terms of generating appropriate requests and judging incoming requests).
- **Reactivity:** Agents should perceive their environment (which may be the physical world, a user via a graphical user interface, a collection of other agents, the INTERNET, or perhaps all of these combined) and respond in a timely fashion to changes, which occur in it.
- **Proactiveness:** Agents should not simply act in response to their environment; they should be able to exhibit opportunistic, goal-directed behavior and take the initiative where it is appropriate.

The system applies the capabilities of agents stated above to real-world “entities” on whose behalf they operate, whether that entity is a person, a place, or even a less concrete notion like an organizational group.

The Agvent system integrates mobile agent technology with publish/subscribe communication to reach a new model for agent based distributed system. It differs from other distributed event systems with its distinct characteristics that are described below.
a) *Autonomous Events.* Events are not viewed as simple messages. In most event systems, events are defined as low-level messages, which consist of record-like structures, list of strings, tuple-based structures, etc. In type-based systems, events are defined as objects and viewed as first class citizens. Nevertheless, they are not autonomous.

In the Agvent System, events are represented by mobile agents that have their own goals, beliefs and behaviors that are loaded to agvents when they are created. When an agvent reaches to an event server, it examines the routing table of the server and selects its targets autonomously. This approach reduces the load and complexity of event servers a great deal.

b) *Agvent Based Subscription:* In most distributed event systems, Subscribers register on a channel or on a specific topic.

In the Agvent System, subscribers register on agvent types. For example, a subscriber can register on an agvent, which is an instance of “Agv_type1” class.

c) *Information Hiding.* In previously developed event systems, an event server can, actually has to, access the content of the published event data before it can dispatch the data to the registered targets.

In the Agvent System, the published agvent itself searches the knowledge base of the event server, selects the registered subscribers, clones itself and sends each agent clone to a subscriber on the selected list. Therefore, the event server has no access to the content of the published event data, which simplifies its role and consequently facilitates the server development process. Information hiding also meets requirements of certain applications where confidentiality of event data is essential.

d) *User/Application defined event (agvent) types:* Distributed event systems generally use predefined event types. Therefore, to add a new event type you have to make programmatic changes in dispatch service, publisher, and subscriber sites.

In the Agvent system, a publisher creates its own agvent type and registers it on the dispatch service. Once an agvent type is defined, subscribers can subscribe on agvents of that type.

Participants of the Agvent System follow two different models: the publication model and the subscription model.

### 3.1. Publication model:

The publication model defines data model for publishable event data. In most distributed event systems, this model should classify services according to the following parameters:

- **structure:** characterizes the structure of notifications. Typical publications can be classified as unstructured, lists of strings, record-like structures with positional or name-based identification of attributes, recursive structures, such as LISP expressions or XML documents, and composite publications, made of digests of other publications.
- types: predefined domains of values. Typical type classifications would be binary or string, simple atomic types (such as integers, dates, booleans), and typed structures, that is, structures whose combination of fields constitute a type in itself.
- limits: total byte size, number of attributes, limits for types (string length, integer sizes or ranges of values), and number and depth of sub-structures.

The Agvent System uses mobile agents [11, 12] for searching, retrieving and dispatching event data. There are at least seven main benefits of using mobile agents.

a) They reduce the network load. Mobile agents allow users to package a conversation and dispatch it to a destination host where interactions take place locally.

b) They overcome network latency. Mobile agents offer a solution, because they can be dispatched from a central controller to act locally and execute the controller’s directions directly.

c) They encapsulate protocols. Mobile agents, on the other hand, can move to remote hosts to establish channels based on proprietary protocols.

d) They execute asynchronously and autonomously. Mobile devices often rely on expensive or fragile network connections. Tasks requiring a continuously open connection between a mobile device and a fixed network are probably not economically or technically feasible. To solve this problem, tasks can be embedded into mobile agents, which can then be dispatched into the network. After being dispatched, the agents become independent of the process that created them and can operate asynchronously and autonomously. The mobile device can reconnect at a later time to collect the agent.

e) They adapt dynamically. Mobile agents can sense their execution environment and react autonomously to changes.

f) They are naturally heterogeneous. Mobile agents are generally computer- and transport-layer-independent (dependent on only their execution environments), they provide optimal conditions for seamless system integration.

g) They are robust and fault-tolerant. Mobile agents’ ability to react dynamically to unfavorable situations and events makes it easier to build robust and fault-tolerant distributed systems.

Publishers are responsible for creating agvents. When a publisher decides to create a new agvent, it defines the agvent’s goals, beliefs and behaviors. After that, it sends this agvent to the Dispatch Service over an Event Server to which it is connected (as depicted in Figure 1). Event Servers and publishers provide a platform for incoming agvents to run autonomously.

### 3.2. Subscription model:

Subscription model defines the selection capabilities of the publish/subscribe service. In designing a subscription model, the following properties should be considered in detail.

- scope: defines what parts of a publication can be evaluated and selected within subscriptions.
language power: characterizes the language that defines subscription in terms of its expressive power.
language style: either declarative or imperative
other features: extensibility (for example, by means of plug-ins), useful special operators such as a “certificate-based authentication” predicate that would select all the publication that a client can successfully authenticate.

The expressiveness of the subscription model is crucial for both the flexibility and the scalability of a notification service. Insufficient expressiveness can lead to unnecessary broad subscriptions stressing the network and raising the need for additional consumer-side filtering. On the other hand, scalable implementations of more expressive description models require complex delivery strategies [14].

In the Agvent System, we follow the rule based subscription model [1, 13], which uses the Rule Definition Language (RDL), whose grammar is shown in Figure 2.a. In this model, a rule is an expression or function that is evaluated or executed depending on the arrival of an agvent. It also defines necessary subscription information and the filtering conditions of the subscribers.

A rule definition is composed of three parts, each introduced by the keywords rule, onAgvent and where, respectively. The first part sets a unique identifier for the rule, the second part specifies the type of the target agvent and the last part describes the conditions on which a filtered agvent should be caught. Some samples of subscription messages are shown in Figure 2.b and Figure 2.c.

Subscriptions can be classified into two groups:
- Simple Subscription is used to subscribe on an agvent type (as shown in Fig.2.a).
- Filtered Subscription is used to define a subscription with different criteria related to its attributes (as shown in Fig 2.b).

Subscribers are likely to select very specific information out of a varied information space. The increase in expressiveness through filters reduces the delivery of uninteresting notifications or even avoids totally.

---

**Fig. 2. Rule Based Subscription Model**

A rule definition is composed of three parts, each introduced by the keywords **rule**, **onAgvent** and **where**, respectively. The first part sets a unique identifier for the rule, the second part specifies the type of the target agvent and the last part describes the conditions on which a filtered agvent should be caught. Some samples of subscription messages are shown in Figure 2.b and Figure 2.c.

Subscriptions can be classified into two groups:

- **Simple Subscription** is used to subscribe on an agvent type (as shown in Fig.2.a).
- **Filtered Subscription** is used to define a subscription with different criteria related to its attributes (as shown in Fig 2.b).

Subscribers are likely to select very specific information out of a varied information space. The increase in expressiveness through filters reduces the delivery of uninteresting notifications or even avoids totally.
3.3 Message/Agent flow in Agvent System

Communication between participants of the system (event servers, publishers and subscribers) is carried out using Java RMI. Due to architecture neutrality, Java and RMI handle geographically distributed heterogeneous machines and provide a transparent view to the participants. Figure 3 depicts the message/agent flow between components of the system, and the details of the transfer are described below. Firstly, a publisher advertises its agvent type to the system. This advertisement is dispatched to all event servers in the dispatch service via a broadcast message.

1. If a subscriber is connected to an event server, it can obtain the advertisement list which includes a list of agvent types currently available on the system. All event servers hold the same advertisement list.

2. If a subscriber decides to subscribe on an agvent type, it sends a rule based subscription message to the event server it is connected to in order to have itself registered. Next, this message is broadcast to all event servers in the dispatch service. The details of the subscription are stored in subscription tables of knowledge bases in each event server.

3. Whenever a publisher observes an event, it creates and sends an agvent to the event server. When the agvent arrives on the event server, it starts to execute its pre-specified code to select its targets (neighbor event servers and/or registered subscribers) according to the information present in the subscription table and routing table.

4. Next, the agvent creates its clones and sends each one to a different target on the list, and after completing this task, it disposes itself.

5. A subscriber continues to receive published agvents until it issues an unsubscribe request for that particular agvent type. When an agvent arrives on a subscriber, it starts to communicate with the subscriber agent that is responsible for all subscriber operations, via an agent communication language (ACL). It
delivers the subscriber agent a message, which could either contain a complex event data, such as a secret password, a negotiation for an e-commerce or etc., or a request for an action to be carried out, such as updating its database according to incoming data carried by the agent, running an update routine for its software, or etc., according to the execution logic of the current application.

6. When a publisher stops publishing a certain type of agent, it informs the system through an unadvertise message. In this case, if no other publishers of that agent are present, the system sends out a message to subscribers registered on that agent type, informing them of the new situation, and adds these subscribers to a waiting advertisement list (WAL) created for that agent. If, later, an advertisement message is received for that particular type of agent, subscribers on its waiting advertisement list are alerted to subscribe in again, if they are still interested in that type of agent.

4. CONCLUSIONS

This paper presents a new model for agent based distributed events systems, the Agent System, which combines the advantages of publish/subscribe communication and mobile agents into a flexible and extensible distributed execution environment. The major novelty of the model is that an event is represented by a mobile agent, an agent, which is treated as a first class citizen of the system and given autonomy and mobility features to select and travel between system components. The proposed model supports a rule-based subscription mechanism using a new language, RDL. The benefits of the proposed model are reduced network load, higher adaptability by allowing dynamic changes in system configuration, information hiding, asynchronous communication and flexibility of agent based execution. We think the new model will serve as an effective choice for several information-oriented applications, such as e-commerce or information retrieval, for its benefits stated above. Currently a prototype of system is being implemented in Java.
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